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ABSTRACT

Contrary to centralized federated learning (CFL), decentralized federated learning
(DFL) allows clients to cooperate in training their local models without relying
on a central parameter server. As different clients have varying annotation skills
and preferences, noisy labels are inevitable in decentralized data ownership. In
centralized learning (CL) and CFL settings, learning from noisy labels has been
extensively explored; however, such methods cannot be directly applied in DFL
settings due to limited computational resources or privacy requirements. This pa-
per introduces DFLMYV (majority voting based decentralized federated learning),
a general DFL framework for learning from noisy data without relying on any as-
sumptions about local client noise models while maintaining data privacy for all
clients. Specifically, (1) Clients first use traditional DFL to train their local mod-
els until they become stable. (2) Clients use each of their neighbors’ models to
make a prediction of every data point in their training datasets, then correct the la-
bels based on majority voting. (3) Clients further fine-tune their models based on
their updated training dataset. A theoretical analysis of DFLMYV is also provided.
Extensive experiments conducted on MNIST, Fashion-MNIST, CIFA-10, CIFAR-
10N, CIFAR-100N, Clothing1M, and ANIMAL-10N validate the effectiveness of
our proposed approach at various noise levels and different data settings in miti-
gating the adverse effects of noisy labels.

1 INTRODUCTION

Data labeling is an indispensable step in the data preparation for training deep neural networks
(DNNp), as it involves assigning meaningful annotations to newly collected data, thereby making
the data interpretable by model training. While accurate data labeling is essential to ensure high
quality model training (Chen et al., |2020), noisy labels, such as misinterpretations and neglecting
data points, are inevitable in the annotation of large volumes of data. This is because the labeling
process typically relies on human annotators to perform the tasks, such as object identification in
images, emotion tagging in text, or audio transcription (Wang et al.l 2022a)), but not every data
annotator has all the necessary domain-specific knowledge (e.g., the fine-grained CUB-200 requires
ornithologists’ expertise (Welinder et al.,2010)) and the full carefulness in labeling every data point.
In fact, various studies have shown that noisy labeling is a wide-spread commonly-seen issue (or
problem) in the data annotation process, affecting almost all large-scale datasets. For example, a
study by MIT found that approximately 10% (5 million data points) of the QuickDraw dataset,
5.83% (2,916 data points) of the ImageNet test set, and 5.85% (585 data points) of the CIFAR-100
test set were mislabeled due to annotators’ carelessness and limited knowledge (Holt, 2021)).

Recent studies have revealed that low-quality noisy labels can adversely affect many aspects of
model training, including the trained model’s generalizability, robustness, interpretability, and accu-
racy, eventually resulting in low-quality models (Chen et al.l 2020). This negative impact is even
exacerbated under a federated learning (FL) setting, where the model is trained in a distributed way
over datasets owned by different clients. As different clients have varying annotation skills, knowl-
edge levels, and attention to detail, some clients’ datasets have high-quality labels, while others’ do
not. Such an unbalanced label quality across different local datasets leads to local models of differ-
ent qualities, and hence undermining the quality of the global model. Therefore, how to minimize
the detrimental effects of noisy labels, which may be unintentionally generated by workers due to
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their lack of knowledge or carelessness, so as to retain high-quality training over distributed datasets
of diverse label qualities remains a critical challenge for practical FL implementation.

Learning with noisy labels has been extensively studied under both centralized learning (CL) and
centralized parameter server-based FL (CFL) (McMahan et al.,[2017) settings. At a high level, the
methods under CL settings can be divided into three different types: (1) loss correction methods
(Wang et al 2019; [Englesson & Azizpour, [2024)), (2) clean data preselection methods (Chen et al.,
2019; Northcutt et al.l 2021)), and (3) noisy label correction methods (Tanaka et all 2018). The
methods under CFL settings can be classified into two categories: (1) noisy label correction methods
(Xu et al.| 2022} [Zeng et al., [2022), and (2) noisy label filtering methods (Yang et all 2021} [Li
et al., 2024b). However, existing methods are fundamentally limited by their dependence on a
powerful central server (many/one-to-one), making them incompatible with decentralized federated
learning (DFL) (Koloskova et al.l 2019), which does not have a central server but instead relies
entirely on peer-to-peer communication (many-to-many) among resource-constrained edge devices
(e.g.,connected and automated vehicles (CAVs) and unmanned aerial vehicle constellations (UAVs)
(Yuan et al.,[2024)). More specifically, the un-applicability of existing methods on DFL is due to
the following three main reasons: (1) some methods violate the privacy requirements of DFL. For
instance, [Englesson & Azizpour (2024)) requires all clients’ data samples must be accessible directly
by the server in order for it to learn the noise transition matrix. However, in DFL, each client must
keep their data local. (2) other methods, such as those in [Xu et al.|(2022); [Li et al.| (2020); Nishi
et al.| (2021)); [Northcutt et al.| (2021); Zeng et al.| (2022), involve intensive computations under a
peer-to-peer setting to select clean labels during training, resulting in high synchronization costs
and computation overhead when clients conduct model aggregation. (3) methods in Duan et al.
(2022); L1 et al.| (2024b) require a clean supplementary dataset. However, such a clean dataset is
nearly impossible to obtain for DFL, as a client cannot infer clean data for other clients.

In this paper, we focus on learning with noisy labels under the DFL framework, as noisy data
presents a more acute problem for this framework due to the lack of a centralized entity to orches-
trate the noisy label correction and mitigation process. We expect this work to generate an impact
on improving the reliability and accuracy of DFL applications in vital domains such as autonomous-
driving vehicles, healthcare, and LEO (Low Earth Orbit) satellites (Yuan et al., [2024)).

To mitigate noisy labels in DFL, we propose a three-stage label correction algorithm called DFLMV
(Majority voting based decentralized federated learning). Specifically, in Stage 1, all clients use
traditional DFL to train their local models based on their original local datasets. Once their local
models’ loss values become stable, clients proceed to Stage 2, where each client exchanges model
parameters with its online neighbors and uses each neighbor’s model to infer a label for each data
point in its local training dataset. Among all inferred labels of the same data point, using majority
voting, the client picks the most common one and uses it as the updated label of the data. In Stage
3, based on their updated dataset, each client runs extra training epochs to fine-tune its local model
obtained from Stage 1. It is also important to note that this paper addresses the commonly seen non-
malicious scenario where label errors arise unintentionally due to annotators’ lack of knowledge or
recklessness. The malicious attack scenarios, whereby workers/clients collude to inject deliberately
fabricated false data and labels, is beyond the scope of this study.

The main contributions of this work are summarized as follows:

* A novel majority-voting-based DFL method, DFLMY, is proposed to enable high-quality
learning over distributed and noisy-labeled data. In contrast to existing methods, DFLMV
has the unique benefits of low computation and communication overhead (as analyzed in
Section 4.4)), preserving local data privacy, and not requiring supplementary clean datasets.

* We establish two key theoretical performance bounds for DFLMV. Firstly, we derive a
general upper bound on the generalization error of any DFL algorithm using cross-entropy
loss under arbitrary label noise. Secondly, we derive an upper bound on the error rate of
majority voting for a multi-class classification problem. Based on these bounds, we rigor-
ously analyze several factors influencing the error rate of our label correction mechanism
and prove that DFLMV guarantees a gain over vanilla DFL (i.e., without MV). To make
the theoretical proof of the error rate upper bound mathematically tractable, we assume
non-colluding neighbors with identical vote distributions in our proof. To evaluate how ef-
fective the proposed DFLMV method can perform in real-world environment, we relax the
above assumptions and conduct extensive experiments over seven different datasets under
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various non-IID data/noise settings. As detailed in[Section 5] DFLMV achieves significant
accuracy gains, with accuracy increased by up to 23%, particularly in non-IID settings.

* We conduct extensive experiments on three synthetic datasets (MNIST, Fashion-MNIST,
and CIFAR-10) across 12 settings, considering combinations of IID/non-IID data, IID/non-
IID noisy labels, and three noise models (symmetric, pairflip, and asymmetric). Addition-
ally, we test DFLMYV on four real-world noisy datasets (CIFAR-10N, CIFAR-100N, Cloth-
inglM, and ANIMAL-10N) under non-IID conditions. These experiments verify that the
proposed DFLMV approach effectively mitigates the detrimental effects of noisy labels and
significantly improves the learned model’s accuracy.

Note that even though DFLMYV is presented in the context of DFL in this paper, it is also easy to see
that the method can be extended to CFL with minor changes, as elaborated in[Appendix A|

2 RELATED WORKS

Decentralized Federated Learning. DFL is an emerging FL framework. With DFL, there is no
central server for aggregating model parameters. Clients train their models by exchanging their
model parameters with each other without divulging any of their local data during the training pro-
cess. The concept of DFL was first proposed in [Lalitha et al,| (2018). In recent years, the DFL
structure comes in a wide variety of variants, including sequential pointing line structures (Chang
et al., 2018} Sheller et al., 2019} [2020), cycle pointing ring structures (Huang et al., 2022} |Yuan
et al., [2023)), fully connected peer (mesh) structures (Assran et al., 2019} [Roy et al.l 2019; |Chen
et al., [2022), hybrid structures (Shi et al., 2021} Wang et al.| |2022b)), etc. The primary assumption
behind these studies is that every client’s local dataset is noise-free. However, it has been shown that
this assumption cannot be held in a practical DFL system because clients have varying annotation
skills and personal preferences (Chen et al.l [2020). As noisy labels are inevitable in decentralized
data ownership, it is imperative to consider the existence of noisy labels and work on developing an
appropriate method to deal with these noisy labels effectively.

Learning with Label Noise. Incomplete patterns and cognitive errors can cause label noise. Learn-
ing with noisy labels has been extensively explored in CL and CFL settings. Generally speaking,
there are three categories of CL methods: (1) loss correction methods (Wang et al.| 2019; [Englesson
& Azizpour, |2024; [Hendrycks et al., [2018)): These methods often assume noisy labels deteriorate
from ground-truth labels due to an unknown noise transition matrix T, and these approaches ac-
quiesce to all clients’ data participating in model training to learn this matrix T. (2) clean data
preselection methods (Chen et al., |2019; Northcutt et al., |2021): These methods need to perform
computation-intensive procedures to select clean data with several cross-validation iterations during
training. (3) noisy label correction methods (Xiao et al.,[2015a; |Li et al.| 2017} [Tanaka et al.| 2018;
Vahdat, 2017): These approaches typically require an additional clean dataset for detecting and rela-
beling noisy labels. Methods in CFL settings can be roughly classified into two categories: (1) label
correction methods (Xu et al., 2022} |Zeng et al., 2022)): Most of these methods involve exchanging
both model parameters and additional information with the server to train an auxiliary module for
future label correction stages, increasing computing power. (2) noisy label filtering methods (Yang
et al., [2021}; |Li et al.l [2024b): These approaches typically require a clean supplementary dataset to
train the noisy label filter. However, the above methods cannot be directly applied to the DFL frame-
work due to three main reasons. (1) Methods requiring excessive computational power can lead to
high synchronization costs during the aggregation of clients’ models. This increases communication
overhead for each client’s local model convergence, making it difficult to achieve efficient conver-
gence. (2) Methods of acquiescing to all client data participating in model training will violate
DFL’s privacy policy. (3) Some methods require a clean supplementary dataset. However, such an
auxiliary clean dataset is hard to obtain, as noisy labels will be unavoidable in decentralized data
ownership. Therefore, it is crucial to develop a practical DFL method that can reduce the negative
impact of corrupt labels and ensure high-quality training over diverse datasets with noisy labels.

3 PRELIMINARIES

Given a DFL system with | K| clients, where each client & € K possesses a noisy local training
dataset Dy, = {(z(2), yx (z))}‘zi’il (with z being the feature and y being the label), our goal is to let
each client £ construct an improved dataset Dy, containing less noisy data than Dy. Following this,
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each client aims to find the optimal solution for minimizing the following empirical risk function:

| Dr|
. ~ 1 . .
argmin F° (wkaDk) = — > L(g(k(i), w), (), (D
wy EH |Dk| i—1
where we define

Model Parameter Space: H C R” denotes the parameter space for a learning model, where 2 € N
stands as the dimension of the parameter space. The local model of each client & € K has the
parameter wi € H.

Local Dataset: We assume a horizontally partitioned dataset, where the global dataset D is dis-
tributed across | K| clients. Each client k possesses a local dataset Dy, containing data points sam-
pled from the global dataset according to a distribution /.

Noisy Dataset: For each client &k, we define the ground truth data distribution as 75 and the poten-
tially noisy data distribution as pg. Then, a noisy dataset satisfies the following:

Pr(yle) # Pr(ylz), )

where Pr refers to the probability function for a given distribution and an event. Therefore, we can
simply think that the testing dataset is sampled via 7y, and the training dataset is sampled via py.

Metamodel: We define the metamodel as a function g : R% x w;, — R% . This function describes
a trained model that predicts labels for given data features and model parameters. For convenience,

we have g(z, (i), w) = k(7).
Loss Function: The loss function can be described as £ : R% x R% — R >0. For example, in our
case, we use the cross-entropy loss for each client k:

Li: (0@ 0e)) = =D ve@() - log (v ()0)) ©)

j=1

where C'is the set of classes, vy (%) () is the one-hot probability vector, vy (i) represents the observed
value y (i), and j represents the jth value in vector vy (i) . vg(4)(j) is the predicted probability
vector, given by: v(i)(j) = Softmax (fi (zx(i))), where fj is the raw output produced by the
neural network before being processed by the softmax function.

In contrast to our approach, which explicitly addresses noise by constructing ka clients in standard
DFL directly minimize the empirical risk function on their raw, potentially noisy dataset Dy, which
can be represented in the following:

[Dp|
1
ai%reninF(wk, Dy,) = Dsl ; L(g(zr (i), wr) , yr(i)), 4

4 PROPOSED ALGORITHM : DFLMV

DFLMYV is a three-stage DFL training method developed to tackle learning from commonly seen
non-malicious label errors, unintentionally generated by workers due to their diverse annotation ex-
pertise and carefulness, in datasets owned by distributed entities. DFLMV comprises three stages:
initial training stage, label correction stage, and retraining stage, as elaborated below. The pseu-
docodes of DFL and DFLMV are provided in|[Appendix B.I|and[Appendix B.2| respectively.

4.1 INITIAL TRAINING STAGE

DFLMYV begins with the traditional DFL, in which each client will use stochastic gradient descent
(SGD) on their local dataset Dy, for F local epochs to minimize empirical risk function and thus
minimize their local training loss. Specifically, each client first needs to get an initial model by
doing the gradient descent:

Awi ™ wi — 9rVF (wi, Dgmr) ) (5)
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where 7 is the learning rate, and Dy, (7 stands for the kth client’s mini-batch in the T'th epoch.

Once the model has been initialized, each client k broadcasts its parameters wy, to its neighboring
clients. Afterward, the client k waits for np.-s model parameters to be received, and once it receives
the nycers model parameters, it aggregates the models by using the FedAvg algorithm:

T

=1 w; .

Npeers

The new aggregated model w} will be trained for E local epochs before it is ready to be broadcast
again. During the initial training phase, each client will repeat the above steps until it reaches a
stable point (i.e., the loss value of the local model does not decrease).

4.1.1 UPPER BOUND ON THE GENERALIZATION ERROR OF DFL

In order to analyze how various noisy training datasets affect the performance of a machine learn-
ing model, we consider each data point as a multi-dimensional random variable (RV), denoted by
(X,Y), where X represents the feature and Y is the label. Accordingly, a dataset of client k can be
represented as a vector of random variables:

Dy = {(X, (1), Ya(1)), - (Xi(IDw]), Ya(IDx[))}, )
where (X (%), Y (4)) is the ith data point in kth client’s dataset.

We define client £’s empirical risk function (given the potential noisy dataset) as:

Rk‘ (wk) = EDkNIJk [‘Ck (g (kawk) 5 Yk)] P (8)

where wy, is the model parameter of client k; E(.) is the expectation function. Similarly, we define
the client k’s ground-truth risk function (given a clean dataset) as:

R} (wy) = Epy~ry, [Lk (9 (Xk, wr) , Yi)] - )

Then we follow |Yagli et al.| (2020) to define client £’s generalization error of the given model as:
G (wi) = | Ry (wi) — Ry, (wi)] - (10)

Theorem 1 (Upper bound on the generalization error of a given model). For any DFL algorithm

under label noise that uses the cross-entropy function as the loss function, its generalization error is
upper bounded by

IC|

Gy (wy) <Q-Ex, Z

Jj=1

1;5 (Y = j| Xk) — Ekr(yk =71 Xe)|| (11)

where () is the upper limit among the elements of the vector [y, which is the raw output produced
by the neural network before being processed by the softmax function.

The proof for Theorems 1 is given in

Corollary 1 (Impact of label noise on traditional DFL). A lower label noise ratio will result in a
lower generalization error Gy, (wy) and a better performance of the trained model.

The proof for Corollary 1 is provided in[Appendix C.2]

4.2 LABEL CORRECTION STAGE

During stage two, each client first exchanges model parameters with its neighbors and then uses
each neighbor’s model to predict a label for each piece of data in its training dataset. Without loss of

_

generality, we denote B as the number of neighbors of a client k. We let Y; (X (7)) be the predicted
label for feature X (7) made by client & using its jth neighbor’s model. Among the B labels made
for X (i), client k selects the most common one according to majority voting and considers this one
as the updated label for X (7). Hence, the majority vote protocol can be expressed in the following:

B
Yi(Xi (i) = mof (Y1 (Xi(@), ..., Y5 (Xi(0)) = argmax >_ 1( Y} (Xi(i)) = 2), (12)

zeC j=1
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—_~—

where Y}, (X (7)) is the updated label for X (i) and muvf(.) is the majority voting function that
returns the label that receives the most votes among all B neighbors.

Afterward, client k replaces the original label with the updated label for all the data points in its
local training dataset, i.e., client k& will do the following:

—_~—

Yi(i) ¢ Yi(Xi(i) (VXr(i) € Dg). (13)
4.2.1 UPPER BOUND ON THE ERROR RATE OF MAJORITY VOTING

Without loss of generality, let us focus our analysis on the majority voting process of the first data
point of client 1. Such a treatment allows us to drop the index of the client and the index of data
in the analysis and, hence, simplify our presentation. In particular, we denote A as the ground truth

classification (i.e., the true label) of the target data point, and we let :4\ denote the predicted label
for the data pomt made by the target client by using its jth neighbor’s model Then the discrepancy

between A and A can be modeled by the conditional probability distribution Pr(A | A). Based on
the above snnphﬁed notations, we can rewrite the muv f(.) equatlon as:

g:mvf(?l\l,.. AB) —arzgenéaxZI = z2), (14)

where A is the updated label.
(4)

We denote Poyfyr @S the probability that the jth neighbor’s model predicted label ;1; =uwhile A =r,
where u,r € C, i.e.,
) =Pr (Aj - u\A:r). (15)

The error rate of the majority voting is defined as:

P, =Pr (A;AZ). (16)
Theorem 2 (Upper bound on P,,). Given that neighbors are not colluding in their training and that
the distributions of the votes are identical, the error rate of the majority voting is upper bounded by:

ICl |C] oo

P.<2|1- |C| ZH Z —B(pu|r+prir) % <p“|r) XIB(QB /7pu\7'p7|7) , (17)

r= lu 1 pr\r

where (3 is an integer, 1g( ) is the Bessel function of the first kind of order (Mitzenmacher & Upfal,

2017), i.e.,
o~ (CDF s
I(x) =Y ——2 (= . (18)
Sl (2)

We defer the proof for Theorems 2 to

Corollary 2. Given that neighbors are not colluding in their training and that the distributions of
the votes are identical, the bound on P is monotonically decreasing with B. In an extreme case,
when B tends to +oo, P tends to 0.

The proof for Corollary 2 is included in

Corollary 3 Given that neighbors are not colluding in their training and that the distributions of
the votes are identical, higher quality of neighbor’s model (i.e., smaller generalization error of the
model) reduces Pe.

We defer the proof for Corollary 3 to
4.3 RETRAINING STAGE

In this stage, each client will retrain over its updated dataset (denoted as 132) to fine-tune its model.
Specifically, each client will do the gradient descent for E local epochs according to Eq.() by using
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Dy, and their latest model parameter obtained from Stage 1. Then, the model parameters of each
client are passed to all its neighbors. After each client receives all its neighbors’ model parameters,
it will perform the model aggregation of them according to Eq.@. The aggregated model ij will
then be trained for another E epochs locally before it is exchanged with neighbors again. Upon
the completion of the entire retraining stage, each client will get its fully optimized and fine-tuned

model wy.

Theorem 3. Define Gk(wf"'mp *) and Gk(wl?kwﬁ ) as the generalization error of the models
trained by client k over Dy, and over Dy, respectively, where py, is the noisy label distribution

in Dy. Given that neighbors are not colluding in their training and that the distributions of the votes
are identical, we have

Gy (’kakNpk) > Gy (wkﬁ;wﬁf) . (19)

The proof for Theorems 3 is provided in

Theorem 3 states that DFLMV can effectively mitigate the adverse effects of corrupted labels and
improve the learned model’s accuracy. Based on this observation, it is also easy to see that if the DFL
training converges over both the raw dataset Dy, and the idealized noise-free dataset (as if there is an
Oracle that can assign a true label for every data in the dataset), then DFLMV must converge over

the updated dataset 17;C While Theorem 3 assumes non-colluding neighbors with identical vote
distributions, the same result, e.g., DFLMV improves model accuracy, is also true under non-IID
conditions, as will be verified by our extensive experiment in

4.4 COMMUNICATION AND COMPUTATION OVERHEAD ANALYSIS

Compared to existing CFL-based label correction methods, which often require additional data pro-
cessing and the training of auxiliary modules for label correction, leading to increased computation
and communication overhead, DFLMYV offers significant advantages. DFLMV does not introduce
any extra communication overhead, consistent with traditional DFL methods, and the overall com-
munication overhead remains O(m), where m is the number of model parameters exchanged among
neighbors. The extra computation overhead introduced by DFLMYV is also very low. Specifically,
the only additional computation overhead arises in Stage 2, where the majority voting process for
updating labels introduces an O(n) computation overhead, where n is the number of data points. A
more detailed communication and computation overhead analysis is available in[Appendix C.7]

5 EXPERIMENTS

In this section, we verify the effectiveness of DFLMV by comparing it with several baseline
models across seven datasets under various data/noise settings. Specifically, for each of the syn-
thetic datasets (MNIST (LeCun et al., [1998)), Fashion-MNIST (Xiao et al., [2017), and CIFAR-10
(Krizhevsky et al.l 2009)), we conduct experiments using a comprehensive set of 12 settings that
account for different combinations of IID/non-IID data, [ID/non-IID noisy labels, and three differ-
ent noise models (symmetric, pairflip, and asymmetric). Under each noise model, we consider three
different noise ratios: 10%, 30%, and 50%. Additionally, we test DFLMYV on four real-world noisy
datasets (CIFAR-10N (Wei et al} [2022), CIFAR-100N (Wei et al.| 2022)), ClothingIM (Xiao et al.,
2015b), and ANIMAL-10N (Song et al.,2019)) under non-1ID conditions.

5.1 EXPERIMENT SETTINGS

Datasets. We perform extensive experiments on seven benchmark image datasets, including
MNIST, Fashion-MNIST, CIFAR-10, CIFAR-10N, CIFAR-100N, Clothing1M, and ANIMAL-10N.

The partitioning of training and testing data for these datasets is summarized in[Appendix D.1]

Generate IID and non-IID Datasets for clients. To generate disjoint IID datasets for clients, we
independently assign each data sample to a client by following a uniform distribution. For the non-
IID case, we focus on label distribution skew (Kairouz et al.l [2021)). In particular, we partition the
original training dataset into /K disjoint non-IID training datasets via Dirichlet distribution p, ~
Dirg(«) (Hsu et al.,2019), where « € (0, +00), and « is the concentration parameter. The smaller
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the value of «, the greater the level of heterogeneity of the subsets will be. In our case, we chose
a=1.5.

Generate IID and non-IID noisy labels. Due to the heterogeneous nature of clients, the noisy
labels can be not only IID but also non-IID among clients' training datasets (Xu et al.},[2022}; [Gornitz|
et al.,[2014). We consider three different noisy label models: symmetric noise (Figure I (a)), pairflip
noise (Figure T (b)), and asymmetric noise (Figure T (c)). Specifically, to generate IID noisy labels
in the symmetric noise model, a fraction of data in each class will flip their labels respectively to a
randomly selected (wrong) label. In the pairflip noise model, a fraction of data in each class will
flip their labels to the label of the next class. In the asymmetric noise model, a fraction of data
in two similar classes will swap their labels. In particular, in the CIFAR-10 dataset, a fraction of
data in the automobile class swaps label with that in the truck class (denoted as automobile<>truck)
and cat<+dog; in MNIST dataset, we have 1<+7 and 0<+6; in Fashion-MNIST dataset, we have
T-shirt«>shirt and pullover<>coat. For each noise model, we consider three noise ratios (i.e., the
fraction of data that has wrong labels): 10%, 30%, and 50%. To generate non-IID noisy labels, we
first generate IID noisy labels for each client based on the aforementioned process. We then collect
the data points of wrong labels from all clients and re-assign these data points to clients based on
Dirg(a = 1.5).

Note that we do not introduce extra label noise to CIFAR-10N, CIFAR-100N, ClothinglM, and
ANIMAL-10N, as these datasets already contain real-world label noises. Similar to previous studies
(Li et al.l|20244), we only consider non-IID data partitions for these real-world noisy datasets.

“-Label
2 3 4 5 ‘Labels 1 2 3 4 5
Classes ™~.._
0% 1
- -

(a) Symmetric noise (¢=0.3) (b) Pairflip noise (¢=0.3) (c) Asymmetric noise (¢=0.3)

T Labels
Classes ™.

4
3
4
8

Figure 1: Noise models ([C] = 5 and the noise ratio € = 30% in the illustration). A blue (or purple)
grid indicates the fraction of data in the class that has correct (or wrong) labels, respectively.

Baselines and Model Parameters. We compare DFLMV with FedAVG and mod-
ified PENS (Onoszko et al [2021). We modified the settings of PENS so that each client sends and
receives model parameters from all other online neighbors in order to achieve a fair comparison with
DFLMV. Our experiments utilize different hyperparameter settings for various datasets. For MNIST
and Fashion-MNIST, we use SGD with 0 momentum, a weight decay of 0.001, a learning rate of
0.01, and a batch size of 50 as the local optimizer. We set 300 global epochs, with 3 local epochs
in each global epoch. For CIFAR-10, CIFAR-10N, CIFAR-100N, ClothinglM, and ANIMAL-10N,
we use SGD with 0.9 momentum, a weight decay of 0.0005, a learning rate of 0.001, and batch sizes
of 32, 16, 16, 10, and 16, respectively, as the local optimizer. We set 400 global epochs for CIFAR-
10, CIFAR-10N, and CIFAR-100N, and 200 global epochs for ClothinglM and ANIMAL-10N,
with 3 local epochs in each global epoch. The label-correcting parameter is set to 150 for MNIST,
200 for Fashion-MNIST, CIFAR-10, CIFAR-10N, and CIFAR-100N, and 100 for Clothingl|M and
ANIMAL-10N.

We only use non-pretrained models at the beginning of our experiments. This is because pre-trained
models, such as the ResNet families, are trained on large datasets. Using them from the initial step
can introduce a potential confound when evaluating the efficacy of our label correction method.
Specifically, the improvements observed after label correction could be partially attributed to the
pre-existing knowledge embedded in the pre-trained models rather than solely to the correction
method itself. Starting with non-pretrained models precludes the impact of the aforementioned bias,
allowing a more accurate assessment of the performance gains contributed only by the proposed
correction methods. All experiments are executed on Tesla P100 x16. The details on each network

structure are given in

5.2 EXPERIMENT RESULTS

Experiment results are given in through [5] where for each learning method, we report the
average classification accuracy of all clients’ models on the 7 benchmark datasets. After observing
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IID datasets and IID noisy label distribution

Method Test Accuracy (%)
Dataset Noise Type N/A Symmetric Pairflip Asymmetric
Noise Ratio 0 0.1 0.3 0.5 0.1 0.3 0.5 0.1 0.3 0.5
FedAvg (FL) 99.21 | 9832 | 98.09 | 97.67 98.7 97.81 52.7 98.13 | 98.01 | 81.01
MNIST PENS (DFL) 99.35 98.4 98.14 | 97.23 98.2 97.78 | 51.35 [ 9821 | 98.11 | 80.93
DFLMV (DFL) | 99.26 | 9839 | 98.12 | 97.71 | 9821 | 97.97 | 60.94 | 98.25 | 9828 | 84.17
Fashion FedAvg (FL) 92.5 90.01 | 89.11 | 87.41 | 90.07 84.1 4555 | 90.12 | 89.21 75.7
MNIST PENS (DFL) 91.56 | 89.91 | 89.09 | 87.38 | 90.03 88.6 46.17 90.1 89.35 75.3
DFLMV (DFL) | 91.77 | 89.94 | 89.02 | 87.47 | 90.04 | 89.75 | 51.01 | 90.1T | 89.57 | 75.34
CIFAR FedAvg (FL) 714 5897 | 56.01 | 4691 | 61.23 | 4521 | 32.11 | 63.15 | 60.11 | 56.32
10 PENS (DFL) 71.1 59.11 | 55.11 | 47.65 | 61.32 | 46.21 | 32.12 | 63.21 60.3 56.17
DFLMYV (DFL) 71.2 59.01 57.82 49.41 61.38 46.4 33.03 63.85 60.99 56.82
Table 1: Test accuracy results under IID datasets and IID noisy labels setting.
IID datasets and non-IID noisy label distribution
Method Test Accuracy (%)
Dataset Noise Type N/A Symmetric Pairflip Asymmetric
Noise Ratio 0 0.1 0.3 0.5 0.1 0.3 0.5 0.1 0.3 0.5
FedAvg (FL) 99.21 | 98.12 | 90.12 | 85.54 | 77.23 70.4 49.7 95.49 | 77.58 | 66.36
MNIST PENS (DFL) 99.35 | 9797 | 91.67 | 87.21 | 7557 | 69.54 51.5 95.55 | 79.32 65.4
DFLMV (DFL) | 99.26 | 98.31 | 9547 [ 96.35 98.3 90.78 | 71.71 97.6 90.04 | 73.78
Fashion FedAvg (FL) 92.5 83.7 65.5 56.01 65.5 46.7 37.8 72.97 70.2 55.39
_MNIST PENS (DFL) 91.56 82.8 66.2 55.76 63.1 46.2 37.19 | 7323 | 6826 | 56.27
DFLMV (DFL) | 91.77 | 90.09 81.7 79.04 | 84.85 [ 70.12 | 53.49 | 82.48 | 7481 | 70.65
CIFAR FedAvg (FL) 71.4 59.61 47.25 30.21 51.27 40.11 25.23 52.42 45.55 42.61
-10 PENS (DFL) 71.1 60.12 | 4831 [ 30.1T | 50.93 | 39.67 | 2624 | 54.68 | 46.26 | 40.56
DFLMV (DFL) 71.2 61.28 | 52.27 | 35.44 | 59.14 | 50.23 | 31.92 | 60.42 | 55.03 | 52.69

Table 2: Test accuracy results under IID datasets and non-IID noisy labels setting.

Non-IID datasets and IID noisy label distribution

Method Test Accuracy (%)
Dataset Noise Type N/A Symmetric Pairflip Asymmetric

Noise Ratio 0 0.1 0.3 0.5 0.1 0.3 0.5 0.1 0.3 0.5
FedAvg (FL) 99.1 96.83 | 95.02 | 94.02 | 93.32 89.6 55.21 92.56 90.6 75.71
MNIST PENS (DFL) 98.87 | 96.15 | 95.07 | 94.32 | 93.67 | 88.21 56.01 93.23 90.2 76.35
DFLMYV (DFL) 98.9 9798 | 96.34 | 94.64 | 95.86 | 9585 | 72.66 | 96.09 | 94.85 | 84.85
Fashion FedAvg (FL) 92.01 70.11 67.6 63.12 73.4 69.5 4251 7274 | 71.12 | 6535
_MNIST PENS (DFL) 91.22 | 70.17 68.2 64.46 | 72.27 70.7 43.11 73.11 7197 | 65.21
DFLMV (DFL) [ 91.21 70.15 | 69.61 68.18 | 73.93 | 79.12 | 53.97 [ 7552 | 74.11 66.72
CIFAR FedAvg (FL) 68.67 | 42.61 3049 | 23.12 42.7 30.21 20.12 | 51.62 | 49.89 | 46.56
-10 PENS (DFL) 68.47 | 4348 | 29.21 22.67 | 43.62 | 31.11 2025 | 5143 | 50.12 | 4521
DFLMV (DFL) | 68.66 | 5I.11 36.41 2738 | 50.83 | 3359 | 21.29 | 54.69 | 52.79 | 49.81

Table 3: Test accuracy results under non-IID datasets and IID noisy labels setting.

Non-IID datasets and Non-IID noisy label distribution

Method Test Accuracy (%)
Dataset Noise Type N/A Symmetric Pairflip Asymmetric

Noise Ratio 0 0.1 0.3 0.5 0.1 0.3 0.5 0.1 0.3 0.5

FedAvg (FL) 99.1 91.5 76.4 69.97 81.3 73.2 5325 | 85.37 76.3 72.1
MNIST PENS (DFL) 98.87 90.6 75.6 70.01 80.46 | 70.49 | 5I.11 8432 | 7632 | 7222
DFLMV (DFL) 98.9 97.16 | 9436 | 96.78 [ 9586 | 85.73 | 76.88 | 96.09 | 90.64 | 83.28
Fashion FedAvg (FL) 92.01 | 77.57 | 6845 | 62.67 68.2 50.1 20.6 80.81 70.5 69.21
_MNIST PENS (DFL) 91.22 | 78.61 | 70.27 | 63.61 71.3 49.6 222 78.51 72.5 68.71
DFLMV (DFL) | 91.21 83.25 | 8499 | 82.69 | 81.29 | 61.27 | 3475 | 93.44 | 77.27 | 83.33
CIFAR FedAvg (FL) 68.67 | 47.11 41.18 | 31.71 35.67 | 31.69 18.13 | 50.63 | 48.12 | 42.31
-10 PENS (DFL) 68.47 | 4551 40.59 | 30.14 | 36.42 31.2 17.99 | 49.91 47.71 41.35
DFLMV (DFL) | 68.66 | 52.76 | 45.64 | 36.52 | 44776 | 36.07 | 25.72 | 53.48 50.2 48.33

Table 4: Test accuracy results under non-IID datasets and non-IID noisy labels setting.

these tables, our major insight is that while DFLMYV leads to a significant enhancement in the av-
erage accuracy of the learning models over its counterparts across the majority of the tested cases,
the magnitude of improvement depends on the level of heterogeneity of the datasets (as measured
by the distribution of data and the quality of their labeling) owned by different clients.

More specifically, in cases where clients’ datasets contain heterogeneous data and noise, DFLMV
typically provides significant model accuracy improvement. These are relevant to the situations

where the data is non-1ID

Table 3)), the noisy label is non-IID (Table 2), both the data and the noisy

label are non-IID (Table 4), and the real-world scenarios (Table 3. These are also relevant to the
situation where even though both data and noisy labels are IID, the noisy label distributions are
statistically different across classes (i.e., the “Pairflip” and ”Asymmetric” columns in [Table I)). In
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Real-World Noisy Datasets (non-1ID)

Dataset Test Accuracy (%)
CIFAR-10N (worst) CIFAR-100N (noisy100) Clothing]M ANIMAL-10N
Noise Type Real-world Real-world Real-world Real-world
Noise Ratio 0.402 0.402 0.38 0.08
FedAvg (FL) 49.12 30.28 34.93 54.1
PENS (DFL) 50.51 29.97 35.17 55.92
DFLMV (DFL) 59.56 33.11 38.33 57.719

Table 5: Test accuracy results under real-world noisy datasets.

these cases, it can be observed that accuracy improvement brought by DFLMYV is apparent, typically
ranging from about several percent to over 20%: the greater the diversity, the more significant the
improvement. For example, under a high noisy label ratio of 0.5, shows that an over 23%
improvement is achieved by DFLMYV over PENS and FedAvg under the Pairflip noise model. This
observation on the accuracy gain obtained under non-IID scenarios is not surprising because the
majority voting occurs after the convergence of initial training. This design allows each client first
to benefit from the vanilla FL learning process, which improves each client’s local model accuracy
even under non-IID settings (i.e., significant variations in data distribution among clients). More
specifically, this initial training ensures that each client’s model benefits from shared insights among
neighbors while retaining its unique understanding of local data. Consequently, even in the extreme
scenario where the training datasets of different clients possess data of different classes, the initial
training still helps a client to learn a model that is adapted to the global data distribution (instead of
being restricted to the client’s local training data). As a result, in the subsequent majority voting,
for a given data point, those clients that are making a correct label prediction will point to the same
label, while clients making incorrect predictions will likely point to different labels (this is because
for the given data point there is only one label to be a correct label but there are many different
labels to be wrong label). Therefore, a majority voting mechanism is likely to return the correct
label, leading to an improved dataset with fewer labeling errors, and hence higher model accuracy
after being trained over this improved dataset during the retraining stage.

On the other hand, in the less-diverse case where both data and noisy labels are IID across datasets
and across classes of the same dataset, the improvement achieved by DFLMV is minor, typically
ranging from O to just a couple percent. This case is relevant to the “symmetric” columns in
[I] The slight improvement can be explained by noting the fact that even though the distributions of
data/noisy-label are IID, their realizations may not be identical — the probability that the same data
point is given the same wrong label in two clients’ datasets is low. For example, even when the noise
ratio is as high as 50%, for the MNIST dataset, the probability that a datapoint is given the same
wrong label in two clients’ datasets is (3)? x (§)? x 9 = 5. As aresult, it is unlikely that the same
mislabeled data is used for training at two clients. Therefore, in the proposed label correction stage,
even if the target client has mislabeled data in its training dataset, there is still a good chance that
most of its neighbors’ models have been trained on the correct label of the data point, and hence are

able to correct the wrong label via majority voting.

6 CONCLUSION AND FUTURE WORK

In this paper, we attempt to address the problem of learning from datasets with common non-
malicious label errors, which are often present in decentralized ownership due to annotators’ lack
of expertise or carelessness. We focus on mitigating the adverse effects of corrupted labels when
implementing DFL systems. To tackle the issue at hand, we propose a novel method, DFLMV, a
general DFL framework that enables all clients to collaborate to address inevitable noisy labels on
decentralized data ownership. Particularly, with DFLMYV, clients can correct their labels efficiently
and cost-effectively while maintaining their local data privacy. In[Section 4} our theoretical analysis
rigorously demonstrates that DFLMV is capable of correcting noisy labels with high confidence. In
extensive experiments conducted on 7 benchmark datasets show that our proposed ap-
proach is robust against noisy labels and performs well in diverse noise settings and data settings.
We note that this paper only considers an unweighted plurality majority vote as the label correction
mechanism. There are many other possible voting methods that could be more effective or suitable
for different scenarios, such as weighted majority vote and probabilistic vote. In our future work, we
plan to explore more sophisticated voting methods to further improve the accuracy of learning from
noisy labels. We believe this paper could lead to new directions in handling noisy labels in DFL,
especially in improving model robustness against noisy labels in decentralized data ownership.

10



Under review as a conference paper at ICLR 2025

REFERENCES

Sina Aeeneh. New bounds on the accuracy of majority voting for multi-class classification. Cryp-
tology ePrint Archive, 2023.

Frank J. Aherne, Neil A. Thacker, and Peter I Rockett. The bhattacharyya metric as an absolute
similarity measure for frequency coded data. Kybernetika, 34(4):[363]-368, 1998. URL http:
//eudml.org/doc/33362.

Mahmoud Assran, Nicolas Loizou, Nicolas Ballas, and Mike Rabbat. Stochastic gradient push
for distributed deep learning. In International Conference on Machine Learning, pp. 344-353.
PMLR, 2019.

Ken Chang, Niranjan Balachandar, Carson Lam, Darvin Yi, James Brown, Andrew Beers, Bruce
Rosen, Daniel L Rubin, and Jayashree Kalpathy-Cramer. Distributed deep learning networks
among institutions for medical imaging. Journal of the American Medical Informatics Associa-
tion, 25(8):945-954, 2018.

Pengfei Chen, Ben Ben Liao, Guangyong Chen, and Shengyu Zhang. Understanding and utilizing
deep neural networks trained with noisy labels. In International Conference on Machine Learn-
ing, pp. 1062-1070. PMLR, 2019.

Shuzhen Chen, Dongxiao Yu, Yifei Zou, Jiguo Yu, and Xiuzhen Cheng. Decentralized wireless
federated learning with differential privacy. IEEE Transactions on Industrial Informatics, 18(9):
6273-6282, 2022. doi: 10.1109/T11.2022.3145010.

Yigiang Chen, Xiaodong Yang, Xin Qin, Han Yu, Piu Chan, and Zhiqi Shen. Dealing with Label
Quality Disparity in Federated Learning, pp. 108—121. Springer International Publishing, Cham,
2020. ISBN 978-3-030-63076-8. doi: 10.1007/978-3-030-63076-8_8. URL https://doi.
org/10.1007/978-3-030-63076-8_8.

Vladimir Dobrushkin. The bessel functions. https://appliedmath.brown.edu/sites/
default/files/fractional/35%20TheBesselFunctions.pdf, 2017.

Shaoming Duan, Chuanyi Liu, Zhengsheng Cao, Xiaopeng Jin, and Peiyi Han. Fed-dr-filter: Using
global data representation to reduce the impact of noisy labels on the performance of federated
learning. Future Generation Computer Systems, 137:336-348, 2022.

Erik Englesson and Hossein Azizpour. Robust classification via regression for learning with noisy
labels. In The Twelfth International Conference on Learning Representations, 2024. URL
https://openreview.net/forum?id=wfgZc3IMgol

Nico Gornitz, Anne Porbadnigk, Alexander Binder, Claudia Sannelli, Mikio Braun, Klaus-Robert
Miiller, and Marius Kloft. Learning and evaluation in presence of non-iid label noise. In Artificial
Intelligence and Statistics, pp. 293-302. PMLR, 2014.

Dan Hendrycks, Mantas Mazeika, Duncan Wilson, and Kevin Gimpel. Using trusted data to train
deep networks on labels corrupted by severe noise. Advances in neural information processing
systems, 31, 2018.

Kris Holt. Mit study finds labelling errors in datasets used to test ai. https://www.engadget.
com/mit—-datasets—ai-machine—-learning—label—-errors—-040042574.
html/} 2021.

Tzu-Ming Harry Hsu, Hang Qi, and Matthew Brown. Measuring the effects of non-identical data
distribution for federated visual classification. arXiv preprint arXiv:1909.06335, 2019.

Yixing Huang, Christoph Bert, Stefan Fischer, Manuel Schmidt, Arnd Dorfler, Andreas Maier,
Rainer Fietkau, and Florian Putz. Continual learning for peer-to-peer federated learning: A study
on automated brain metastasis identification. arXiv preprint arXiv:2204.13591, 2022.

Peter Kairouz, H Brendan McMahan, Brendan Avent, Aurélien Bellet, Mehdi Bennis, Arjun Nitin
Bhagoji, Kallista Bonawitz, Zachary Charles, Graham Cormode, Rachel Cummings, et al. Ad-
vances and open problems in federated learning. Foundations and Trends® in Machine Learning,
14(1-2):1-210, 2021.

11


http://eudml.org/doc/33362
http://eudml.org/doc/33362
https://doi.org/10.1007/978-3-030-63076-8_8
https://doi.org/10.1007/978-3-030-63076-8_8
https://appliedmath.brown.edu/sites/default/files/fractional/35%20TheBesselFunctions.pdf
https://appliedmath.brown.edu/sites/default/files/fractional/35%20TheBesselFunctions.pdf
https://openreview.net/forum?id=wfgZc3IMqo
https://www.engadget.com/mit-datasets-ai-machine-learning-label-errors-040042574.html/
https://www.engadget.com/mit-datasets-ai-machine-learning-label-errors-040042574.html/
https://www.engadget.com/mit-datasets-ai-machine-learning-label-errors-040042574.html/

Under review as a conference paper at ICLR 2025

S Ke, Huang C, and Liu X. Quantifying the impact of label noise on federated learning. AAAI-2023
Workshop on Al for Agriculture and Food Systems, 2023. URL https://par.nsf.gov/
biblio/10394400!

Anastasia Koloskova, Tao Lin, Sebastian U Stich, and Martin Jaggi. Decentralized deep learning
with arbitrary communication compression. arXiv preprint arXiv:1907.09356, 2019.

Alex Krizhevsky, Geoffrey Hinton, et al. Learning multiple layers of features from tiny images.
Toronto, ON, Canada, 2009.

Anusha Lalitha, Shubhanshu Shekhar, Tara Javidi, and Farinaz Koushanfar. Fully decentralized
federated learning. In Third workshop on bayesian deep learning (NeurIPS), volume 2, 2018.

Yann LeCun, Léon Bottou, Yoshua Bengio, and Patrick Haffner. Gradient-based learning applied to
document recognition. Proceedings of the IEEE, 86(11):2278-2324, 1998.

Jichang Li, Guanbin Li, Hui Cheng, Zicheng Liao, and Yizhou Yu. Feddiv: Collaborative noise
filtering for federated learning with noisy labels. In Proceedings of the AAAI Conference on
Artificial Intelligence, volume 38, pp. 3118-3126, 2024a.

Jichang Li, Guanbin Li, Hui Cheng, Zicheng Liao, and Yizhou Yu. Feddiv: Collaborative noise
filtering for federated learning with noisy labels. In Proceedings of the AAAI Conference on
Artificial Intelligence, volume 38, pp. 3118-3126, 2024b.

Junnan Li, Richard Socher, and Steven CH Hoi. Dividemix: Learning with noisy labels as semi-
supervised learning. arXiv preprint arXiv:2002.07394, 2020.

Xiang Li, Kaixuan Huang, Wenhao Yang, Shusen Wang, and Zhihua Zhang. On the convergence of
fedavg on non-iid data. arXiv preprint arXiv:1907.02189, 2019.

Yuncheng Li, Jianchao Yang, Yale Song, Liangliang Cao, Jiebo Luo, and Li-Jia Li. Learning from
noisy labels with distillation. In Proceedings of the IEEE international conference on computer
vision, pp. 1910-1918, 2017.

Brendan McMahan, Eider Moore, Daniel Ramage, Seth Hampson, and Blaise Aguera y Arcas.
Communication-efficient learning of deep networks from decentralized data. In Artificial intelli-
gence and statistics, pp. 1273-1282. PMLR, 2017.

Michael Mitzenmacher and Eli Upfal. Probability and computing: Randomization and probabilistic
techniques in algorithms and data analysis. Cambridge university press, 2017.

Kento Nishi, Yi Ding, Alex Rich, and Tobias Hollerer. Augmentation strategies for learning with
noisy labels. In Proceedings of the IEEE/CVF Conference on Computer Vision and Pattern Recog-
nition, pp. 8022-8031, 2021.

Curtis Northcutt, Lu Jiang, and Isaac Chuang. Confident learning: Estimating uncertainty in dataset
labels. Journal of Artificial Intelligence Research, 70:1373-1411, 2021.

Noa Onoszko, Gustav Karlsson, Olof Mogren, and Edvin Listo Zec. Decentralized federated learn-
ing of deep neural networks on non-iid data. arXiv preprint arXiv:2107.08517, 2021.

Abhijit Guha Roy, Shayan Siddiqui, Sebastian Polsterl, Nassir Navab, and Christian Wachinger.
Braintorrent: A peer-to-peer environment for decentralized federated learning. arXiv preprint
arXiv:1905.06731, 2019.

Micah J Sheller, G Anthony Reina, Brandon Edwards, Jason Martin, and Spyridon Bakas. Multi-
institutional deep learning modeling without sharing patient data: A feasibility study on brain
tumor segmentation. In Brainlesion: Glioma, Multiple Sclerosis, Stroke and Traumatic Brain
Injuries: 4th International Workshop, BrainLes 2018, Held in Conjunction with MICCAI 2018,
Granada, Spain, September 16, 2018, Revised Selected Papers, Part I 4, pp. 92—104. Springer,
2019.

12


https://par.nsf.gov/biblio/10394400
https://par.nsf.gov/biblio/10394400

Under review as a conference paper at ICLR 2025

Micah J Sheller, Brandon Edwards, G Anthony Reina, Jason Martin, Sarthak Pati, Aikaterini Kotrot-
sou, Mikhail Milchenko, Weilin Xu, Daniel Marcus, Rivka R Colen, et al. Federated learning in
medicine: facilitating multi-institutional collaborations without sharing patient data. Scientific
reports, 10(1):12598, 2020.

Yandong Shi, Yong Zhou, and Yuanming Shi. Over-the-air decentralized federated learning. In 2021
IEEE International Symposium on Information Theory (ISIT), pp. 455-460. IEEE, 2021.

Hwanjun Song, Minseok Kim, and Jae-Gil Lee. SELFIE: Refurbishing unclean samples for robust
deep learning. In /ICML, 2019.

Daiki Tanaka, Daiki Ikami, Toshihiko Yamasaki, and Kiyoharu Aizawa. Joint optimization frame-
work for learning with noisy labels. In Proceedings of the IEEE conference on computer vision
and pattern recognition, pp. 5552-5560, 2018.

Arash Vahdat. Toward robustness against label noise in training deep discriminative neural networks.
Advances in neural information processing systems, 30, 2017.

Ding Wang, Shantanu Prabhat, and Nithya Sambasivan. Whose ai dream? in search of the as-
piration in data annotation. In Proceedings of the 2022 CHI Conference on Human Factors in
Computing Systems, CHI *22, New York, NY, USA, 2022a. Association for Computing Machin-
ery. ISBN 9781450391573. doi: 10.1145/3491102.3502121. URL https://doi.org/10.
1145/3491102.3502121.

Jianyu Wang, Anit Kumar Sahu, Gauri Joshi, and Soummya Kar. Matcha: A matching-based link
scheduling strategy to speed up distributed optimization. IEEE Transactions on Signal Process-
ing, 70:5208-5221, 2022b.

Yisen Wang, Xingjun Ma, Zaiyi Chen, Yuan Luo, Jinfeng Yi, and James Bailey. Symmetric cross
entropy for robust learning with noisy labels. In Proceedings of the IEEE/CVF international
conference on computer vision, pp. 322-330, 2019.

Hans-Jurgen Weber, George B. Arfken, and George B. Arfken. Essential mathematical meth-
ods for physicists. Academic Press, 2004. URL |https://shop.elsevier.com/
books/essential-mathematical-methods-\for-physicists—-ise/weber/
978-0-12-059878-6l

Jiaheng Wei, Zhaowei Zhu, Hao Cheng, Tongliang Liu, Gang Niu, and Yang Liu. Learning with
noisy labels revisited: A study using real-world human annotations. In International Confer-
ence on Learning Representations, 2022. URL https://openreview.net/forum?id=
TBWAOPLJZQOm.

Peter Welinder, Steve Branson, Takeshi Mita, Catherine Wah, Florian Schroff, Serge Belongie, and
Pietro Perona. Caltech-UCSD birds 200. California Institute of Technology, 2010.

Han Xiao, Kashif Rasul, and Roland Vollgraf. Fashion-mnist: a novel image dataset for benchmark-
ing machine learning algorithms. arXiv preprint arXiv:1708.07747, 2017.

Tong Xiao, Tian Xia, Yi Yang, Chang Huang, and Xiaogang Wang. Learning from massive noisy
labeled data for image classification. In Proceedings of the IEEE conference on computer vision
and pattern recognition, pp. 2691-2699, 2015a.

Tong Xiao, Tian Xia, Yi Yang, Chang Huang, and Xiaogang Wang. Learning from massive noisy
labeled data for image classification. In Proceedings of the IEEE conference on computer vision
and pattern recognition, pp. 2691-2699, 2015b.

Jingyi Xu, Zihan Chen, Tony QS Quek, and Kai Fong Ernest Chong. Fedcorr: Multi-stage federated
learning for label noise correction. In Proceedings of the IEEE/CVF Conference on Computer
Vision and Pattern Recognition, pp. 10184-10193, 2022.

Semih Yagli, Alex Dytso, and H Vincent Poor. Information-theoretic bounds on the generalization
error and privacy leakage in federated learning. In 2020 IEEE 21st International Workshop on
Signal Processing Advances in Wireless Communications (SPAWC), pp. 1-5. IEEE, 2020.

13


https://doi.org/10.1145/3491102.3502121
https://doi.org/10.1145/3491102.3502121
https://shop.elsevier.com/books/essential - mathematical-methods- \ for-physicists-ise / weber/978-0-12-059878-6
https://shop.elsevier.com/books/essential - mathematical-methods- \ for-physicists-ise / weber/978-0-12-059878-6
https://shop.elsevier.com/books/essential - mathematical-methods- \ for-physicists-ise / weber/978-0-12-059878-6
https://openreview.net/forum?id=TBWA6PLJZQm
https://openreview.net/forum?id=TBWA6PLJZQm

Under review as a conference paper at ICLR 2025

Miao Yang, Hua Qian, Ximin Wang, Yong Zhou, and Hongbin Zhu. Client selection for federated
learning with label noise. IEEE Transactions on Vehicular Technology, 71(2):2193-2197, 2021.

Liangqi Yuan, Yunsheng Ma, Lu Su, and Ziran Wang. Peer-to-peer federated continual learning for
naturalistic driving action recognition. In Proceedings of the IEEE/CVF Conference on Computer
Vision and Pattern Recognition, pp. 5249-5258, 2023.

Liangqi Yuan, Ziran Wang, Lichao Sun, Philip S. Yu, and Christopher G. Brinton. Decentralized
federated learning: A survey and perspective. IEEE Internet of Things Journal, pp. 1-1, 2024.
doi: 10.1109/J10T.2024.3407584.

Bixiao Zeng, Xiaodong Yang, Yigiang Chen, Hanchao Yu, and Yingwei Zhang. Clc: A consensus-
based label correction approach in federated learning. ACM Transactions on Intelligent Systems
and Technology (TIST), 13(5):1-23, 2022.

Appendices

A~ Apply Our Proposed Method to CFL) 14
[B_Pseudocodes| 15
IC__Proof] 16
C.1 Proofof Theorem Il . . . . . . . . . . . .. 16
[C.2 Proofof Corollary 1). . . . . . . . . ... .. 17
C.3 Prooffor Theorem?2| . .. ... ... ... ... .. . ... ... . ..., 17
[C.4 Proof for Corollary 2| . . . . . . . . . . . . . . 19
[C.5 ProofofCorollary 3|. . . . . . .. . .. 19
C.6 Proofof Theorem 3| . . . . . . . . . ... ... . 20
[C.7 Analysis of Communication and Computation Overhead| . . . .. ... ... ... 21

D _EXPERIMENT SUPPLEMENTARY MATERIALS| 21
21

21

A APPLY OUR PROPOSED METHOD TO CFL

To apply DFLMYV to CFL, we can adapt its core concepts to the standard FedAVG (L1 et al.,[2019).
Specifically, in CFL, once each client’s model stabilizes (i.e., the loss function value reaches sta-
bility), the parameter server aggregates the parameters of all local models and broadcasts the latest
global and local models to all clients. Each client then uses the latest received models to predict a
label for each data point in its local training dataset. Subsequently, each client will update the labels
according to the DFLMV majority vote protocol. Except for these two minor changes, the other
steps will remain the same as in the standard FedAVG.
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B

PSEUDOCODES

Algorithm 1 Decentralized Federated Learning (DFL)

Input: Learning rate ), number of global commutation round Eg, number of local epochs Ey,,
The set of clients K
Each Client Executes:
Initialize: w,Vk € K
while 7' < E¢ do
WAIT(A)
random select peers
Broadcasts its parameters wy, to its neighboring clients
Run OnReceiveModel()
end while
function OnReceiveModel(w]")

. Save(w!)
: if number of received models > npge,s then

Merge saved models by doing w} « E‘]}i‘l (— ij)
Client update the local model w; by doing Aw] ™" + w{ — nrVF (wf, Dymer) ),

where Dy, (1) stands for the kth client’s mini-batch in the T'th epoch.

: end if
: end function

Algorithm 2 Majority Voting based Decentralized Federated Learning (DFLMV)

12:

14:

16:

18:

20:

22:

Input: Learning rate 7, number of global commutation round E¢, number of local epochs Ep,,
the set of clients K
In Stage 1, each client Executes:
Initialize: wg,Vk eK
while 1oss values keep droppingdo
WAIT(A)
random select peers
Broadcasts its parameters wy, to its neighboring clients
Run OnReceiveModel()
end while
In Stage 2, client j (Vj € K) Executes:
fori=1,2,...,|D,;| do
Correct labels based on Majority Vote protocol by doing Y (i) —
argma:chzl 1(Y;(Xk(i)) = ), where B is the number of neighbors of a client k;
zeC
Y; (X (2))represent the subjective prediction of jth client’s model for ith data point in Dy,
end for
In Stage 3, each client Executes:
Use the updated dataset Dy, and their latest model parameter from Stage 1, then follow Algo-
rithm 1 for the remaining epochs to complete the training tasks.
function OnReceiveModel(w])
Save(wiT )
if number of received models > npc.,s then
Merge saved models by doing w,{ — E‘ji‘l(

ny T
Mpeers w] )

Client update the local model w; by doing Aw] ™' « w} — nrVF (w,:f7 D/k:l(/T) )

end if
end function
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C PROOF

C.1 PROOF OF THEOREM 1

Proof. To prove Theorem 1, we first need to derive the expectation of cross-entropy loss. Given
(X, (2), Y(i)) ~ (k and fi. The cross-entropy loss in Eq. (3) can be rewritten as:

|C]
Ly (vk( ) ka ) - log (Softmax (fx (zx(7)))) (20)
IZC: ; ( NACHO) ) on
= - v (4 8\ o 7 o |-
ST @)

, where f}, is the vector of raw outputs from the neural network, the value e = 2.78; j and q are the
jth and gth entry of the vector f5. Since vy (i)(j) is the one-hot probability vector, it satisfies the
following:

ve(?)(j) =1 and wi(i)(a) =0 for a#j. (22)
Hence, we can further simplify the £, by using the Eq.(22):
c X, Y, 1 efi %) 23
ki (9 (Xg,wi), Yi) = — log W (23)
IC|
= — | fl (Xy) —log Zef’»(X’“) : 24

Thus, by using the conditional expectation formula, the expectation of cross-entropy loss can be
written as follows:

|C]
ELk (g (Xk,wi), Yi)] = PC’T (Yr = J) Ex,vi=j [Lr (9 (Xi, wr) , Yi)] (25)
j=1 "
IC| o]
= —j:11§5(Y 7 Exuyi=s | f1(Xk) —log Zefk“k) , (26)

By using Eq.(26) and the expansion ideal from Ke et al[ (2023), we can get:

Gr (wi) = |Ry, (wy) — Ry (wg) (27)
c] _ |
- Z{ 7 @) dPr (onye) — | <zk)dPr<xk,yk>] 8)
j=1 Xk Pk X Tk
c] 4
_ Z{ 7 <xk><dPr<zk,yk>—dPr(xk,yk»} 29)
i=1 X Pk Tk
|C|
=[x |00 (P = 10 - Pr v =10 ) G0)
|C|
RHS of Eq.30) <Ex, |Y_ fi (X&) Pr(Yk—j|Xk) Pr (Y, = j1Xk) (31)
j=1

|
RHS of Eq.BT) <Q-Ex, | Y [Pr(¥i = j|Xy) - Pr(¥i = jlXp) (32)
j:l k Tk
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Hence, we have:

|C|
Gy (wk) <Q- EX;C Z

Jj=1

1;5 (Y = j|Xk) — PT’kr(Yk =71 Xe)|| - (10

C.2 PROOF OF COROLLARY 1

Proof. To prove Corollary 1, we first need to formulate the similarity between py, and Ti. Let us
denote BC (pk, T) as the Bhattacharyya coefficient (Aherne et al, [1998). Given Zl k(i) =1
and ZZ 1 Tk(i) = 1, the similarity between p;, and 7, is measured by the following:

IC]

cos(0) = BC (pk, ) Z\/pk )7 (i (33)

where 6 is the difference between py, and 7.

From Eq.(I0) and Eq.(33), we can easily infer that a lower noisy ratio leads to closer proximity be-
tween p, and 7, and a smaller value of | Pr,, (Yi = z|Xj)—Pr,, (Yi = 2|Xk) |,
in a smaller Gy, (wy,). For example, in a special case, if p; and 7 are identical, then we have:

IC| IC]

cos(0) = BC (pg, ) Z\/pk i)7r (4 Z\/pk )2 =1. (34)

Since cos(d) = 1, we can get § = 0. Hence, we have:

1;’5 (Vi = j|Xk) — Pr (Y = jlXy)| = E’kr (Vi = j|Xk) — E,f(yk = j|Xk)| = 0. (35)
By substituting Eq.(33) into Eq.(10), we can get:
IC]
Gr (wp) <Q-Ex, | Y _(0)] =0. (36)
Jj=1
Therefore, when the noisy ratio — 0, we can get G, (wy) — 0. O

C.3 PROOF FOR THEOREM 2

Proof. To prove Theorem 2, we first need to derive the conditional probability distribution of the
vote count for a given class. We let S = (Sy, Sa2, S3, S4, ...,Sp) be a random vector, where
S; € [1, B] represents the count of votes for a particular class. For instance, the number of votes for
class (u) is given by:

B
=>1 (A, = u) (37)
k=1

Since the vote distributions are identical, the conditional probability (p (jl)) is independent of the

voter j. Thus, for the remainder of the paper, we streamline our notation by discarding the su-
perscript (j) and representing it simply as (p,|,). Given A; = u and A = r, by utilizing the
multinomial distribution formula, we can express the conditional probability distribution of S as

follows:
IC|

B! 5
Pr(S=slA=r)= —=— (Pur)”" (38)
1) sit 1:1,1;[1 |

where leill S; = B.
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From the above Eq.(3§), it is easy to see that the RVs Sy, Ss, ..., Sp are mutually dependent. This
lack of independence makes deriving the error rate extremely difficult. To address this, we adopt
the Poisson appr0x1mat10n inspired by |Aeeneh| (2023); Mitzenmacher & Upfal| (2017). We define

S = (517 SQ, . SB) as a vector of RVs; each of the RVs S €S is mdependent of each other;
S; follows Poisson dtstrzbutlon, S; ~ P(\), and A\ = B x (py|)- Given that AJ =uand A =,

the conditional probability distribution of S can be rewritten as follows:

Pr(§:§‘A:r> HPr(u—su

B |lc_[ e*BX(pu\r)(B X (pu|,>))§ 40)

5!

r) (39)

u=1

To connect the probability events of S and S, we define ¢(S) as an event whose probability changes
monotonically (either increasing or decreasing) based on the number of participants. Similarly, let

€ (§> denote the same event applied to the Poisson case. Leveraging Lemma 1 of |Aeeneh| (2023)
and Corollary 5.11 of Mitzenmacher & Upfall (2017)), we can establish the following inequality:

Pr(e (S)) < 2Pr (5 (§)) 1)

To make our upper bound more convincing, we consider the worst-case (The distribution of A is

uniform over its domain).
1

Pr(A=r)= i vre C. 42)
Then we can rewrite the error rate Py as:
P. = Pr (ﬁ ” A) 43)
IC]
Pl Zpr (A=aja=r). (44)

Let us continue the proof under the worst scenario that muv f(.) tends to select an incorrect class
when it breaks ties.

C] ]
RHS of Eq.(#4) <1— mZPr ﬂs < S |A=r (45)
u;ér
By Eq.(@1), we have
Cl o
RHS of Eq.(@8) <2 | 1 - CZPr () Su<S|A=r (46)
IE
L lal e
RHS of Eq.@38) =2 | 1 - |C|ZHPr<S <Sla=r) 47)
r=1u=1
uFr

Since Pr (SZ < 3';

= r) =1- ZZOZOPr (3”; féz = B‘A = r),Hence, we have:
Icl |C|

RHS of Eq.(@7) =2 | 1 — \C|ZH iPr(S’\u—g::B’AZT) (48)
5=0

rlul
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By substituting the Pr (3‘; — 5; =4 ‘A = r) with Skellam PMF, the above equation equals:

IC| |C]
eI Z e Bt <p> % 2B yFam) | | 60
Prr
r=1 u 1
where, 1, 8() is the Bessel function of the first kind of order (Dobrushkin, [2017)). O

Based on the above theorem, we propose two corollaries regarding the impact of the number of
neighbors (i.e., B) and the quality of the neighbor’s model (represented by the model’s generaliza-
tion error) on Pe.

C.4 PROOF FOR COROLLARY 2

Proof. To prove Corollary 2, we first need to notice the monotonicity of the envelope function
of the Bessel function. Specifically, according to [Weber et al. (2004), the Bessel function /g (z)
exhibits oscillations without periodicity. As x increases, the amplitude of these oscillations decays
asymptotically with z—1/2, ultimately approaching 0 when = — co. If we denote the upper envelope
of I3(x) as env"PP?" (), then the trend of env"PP°"I3(x) also remains positive and decreases
monotonically as x increases.

To simplify the proof, we use env*PP"Ig(x) to replace Iz(x) and analyze the trend of the upper
bound of error rate P in relation to B. We defined the following:
8

=(B) = 3 B (p'> X env"™" Iy (2B paibry) . (49)

=0 Prr
Then Eq.(I7) can be rewritten as the following:

|C] |C]

P, < Z H —2(B)) | . (50)

rlul

From Eq., we observe that e~ B*Puirtrrir) jg posmve and decreases monotonically with B.
Since the product of two positive, monotonically decreasing functions is also a monotonically de-
creasing function, we can conclude that e B (Puir+prir) envvPPer [ g (ZB /pu|rpr‘r) decreases

monotonically with B. Consequently, =(B) decreases monotonically with B, 1 — Z(B) increases
monotonically with B, and the RHS of Eq. (50) decreases monotonically with B. Therefore, the
bound on P, monotonically decreases with B.

In an extreme case, when B — oo, then 2B, /Dy [Py — 00, env“PP g (QB, /pu|rpr‘r) — 0,
and e~ B*(Purtreir) 5 0. o Eq. can be rewritten as:

ICl [C]

P, <2 |C|ZH Zw(i“) % 0 (51)
r= lu 1 rlr
Ic| || c|
RHS of Eq.(57) = 2 1*721_[ (1-0)| = ( C)o. (52)
1C| £ fit IC]
Hence, when B — oo, we can get P — 0. O

C.5 PROOF OF COROLLARY 3

Proof. To prove Corollary 3, we first need to express the upper bound of the error rate P, in terms
of the generalization error Gy (wy). We observe that models with smaller Gy, (wy), for a given
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feature, often exhibit a higher probability of correctly predicting (;1; = r) and a lower probability
of incorrectly predicting (Ax = u, (u # r)), which suggests G (wx) o py.. Hence, we denote

Pulr = ¢ X G (wy,), where ¢ € R™. Then the upper bound of the error rate P of muv f(.) can be
rewritten as follows:

Pe S 2 <1 - m Zlc‘l HLC‘l (1 - ZEO:O eiB(ApXGk(wkH»pr‘r) (%ﬁ) i Iﬂ (QB 208 Gk(wk)pr\7)>> ) (53)

From Eq.(53), we can observe that a smaller Gy, (wy) can contribute to a reduction in the Pe.

2
For the extreme case, if Gy (wg) = 0, then 2By/¢ x G}, (wy) prjr = 0; (M) 20

Prir
¢ Bx(exCr(wi)+prir) i3 bounded by 1; for the Bessel function part, we have:

Is(x) = I (2By/ o x Gi(wn) pr ) (54)

L1 (e o (55)

T2t B) 2

e PN 56
;t!(mﬁ)!(o) ! -

Hence, Eq.(53) can be rewritten as:

IC] 1C| 0o
P, <2 1_LZH 1_Ze—BX(s@><Gk(wk)+pr|r) %0 %0 (57)
|C| r=1u=1 £=0
uFET
IC] 1C| lel
RHS of Eq.(57) =2 [ 1 — |C|ZH <1—|C|>=o. (58)
r= lu 1
Therefore, when G, (wy) — 0, we can get P, — 0. O

C.6 PROOF OF THEOREM 3

Proof. By Eq., we denote 67 as the difference between pj and 7%, and 6, as the difference
between py, and 7. Corollary 2 demonstrates that as the number of voters increases, the error rate
P, of the mv f(.) decreases, which implies that the decision made by muv f(.) is more accurate than
individual choice. Therefore, after using mv f(.) to correct noisy labels, we have 6; > 05.

After plugging this analysis into RHS of Eq.(I0), we can get the following:

C
Exkz |Prpk Yie=2|Xg)—Prr, (Ye=2|X))|>Ex, > ‘|Prp~kk(Yk:z|Xk)—Per(Yk:z|Xk)| (59)
Hence,
C
QEx, L [Pry, (Yi=2|X0) —Prry, (Yi=2|X3) [>QEx, L0 [Pra  (Yie=2|Xy)—Proy (Yi=2|Xy)| (60)

Therefore, we can get:
Gy (w) > Gy (w Dwk) . 61)
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C.7 ANALYSIS OF COMMUNICATION AND COMPUTATION OVERHEAD

Communication Overhead Analysis. Our method doesn’t introduce any communication overhead,
consistent with traditional DFL methods. In Stage 1, clients train their local models independently,
with no additional communication required beyond standard model parameter exchanges. In Stage 2,
clients exchange model parameters with their online neighbors, a typical operation in DFL that does
not introduce extra communication overhead. In Stage 3, clients fine-tune their local models based
on the updated dataset without requiring additional communication. Overall, the communication
overhead remains O(m), where m is the number of model parameters exchanged among neighbors.

Computation Overhead Analysis. The computation overhead of our method is also minimal. In
Stage 1, the computational cost is equivalent to traditional DFL, as clients train their local models on
their original datasets. In Stage 2, the majority voting process to update labels introduces an O(n)
computation overhead, where n is the number of data points. This is a straightforward operation
and does not significantly increase the computational burden. In Stage 3, the extra training epochs
for fine-tuning the local models are based on the updated dataset, which is necessary for improving
model accuracy. This stage has the same computational cost as the initial training stage and does not
introduce additional overhead compared to other existing label correction methods. In summary, the
introduced computational overhead is (O(n)).

Comparison with Other Methods. Compared to other label correction methods, our approach has
the following advantages: (1) Other methods often require additional data processing and training
of auxiliary modules, increasing computational overhead. Our method streamlines this by directly
utilizing the results from Stage 1 in subsequent stages. (2) Other methods may require exchanging
additional information with a central server during the label correction pre-processing stage, increas-
ing communication overhead. Our method avoids this by not introducing any additional communi-
cation overhead, consistent with traditional DFL methods. For instance, in ’FedCorr’ by Xu et al.,
2022, each iteration of the label correction pre-processing Stage involves all clients calculating the
local intrinsic dimensionality (LID) score and per-sample loss for their current local model, which
adds computational load. Additionally, the LID score will also be transmitted to the server during
each iteration, further contributing to communication overhead. Similarly, ’"CLC’ by Zeng et al.,
2022, mandates clients to calculate a threshold ¢; in each training iteration of their label correc-
tion pre-processing stage to determine the global threshold c{*, again intensifying the computational
overhead.

D EXPERIMENT SUPPLEMENTARY MATERIALS

D.1 SUMMARY OF OUR USED DATASETS

#Training | #Testing | #Classes | Size of each sample
MNIST 60,000 10,000 10 28x28x1
Fashion-MNIST | 60,000 10,000 10 28x28x1
CIFAR-10 50,000 10,000 10 32x32x3
CIFAR-10N 50,000 10,000 10 32x32x3
CIFAR-100N 50,000 10,000 100 32x32x3
ClothingIM 1,000,000 | 10,000 14 224x224x3
ANIMAL-10N 50,000 5,000 10 64x64x3

Table 6: Summary of datasets and their partitioning in the experiments.

D.2 NETWORK STRUCTURES

Layer (type) Output Shape Param #
Conv2d-1 [-1,10,24,24] | 260
Conv2d-2 [-1,20,8, 8] 5020
Dropout2d-3 [-1, 20, 8, 8] 0
Linear-4 [-1, 50] 16050
Linear-5 [-1, 10] 510

Table 7: MNIST Network Structure.
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Layer (type) Output Shape Param #
Conv2d-1 [-1,32,28,28] | 320
Conv2d-2 [-1, 64,12, 12] 18496
Dropout2d-3 [-1,64,12,12] | O
Linear-4 [-1, 600] 1383000
Linear-5 [-1, 120] 72120
Linear-6 [-1, 10] 1210

Table 8: Fashion-MNIST Network Structure.

Layer (type) Output Shape Param #
Conv2d-1 [-1, 64, 16, 16] 1,792
MaxPool2d-2 [-1, 64, 8, 8] 0
Conv2d-3 [-1, 192, 8, 8] 110,784
MaxPool2d-4 [-1, 192, 4, 4] 0
Conv2d-5 [-1,384, 4, 4] 663,936
Conv2d-6 [-1, 256, 4, 4] 884,992
Conv2d-7 [-1, 256, 4, 4] 590,080
MaxPool2d-8 | [-1,256,2,2] 0
Linear-9 [-1, 4096] 4,198,400
Linear-10 [-1, 4096] 16,781,312
Linear-11 [-1, 10] 40,970

Table 9: CIFAR-10 Network Structure.

Dataset Structure

CIFAR-10N ResNet18 (Non-pretrained )
CIFAR-100N ResNet18 (Non-pretrained )
ClothingIM ResNet50 (Non-pretrained )
ANIMAL-10N ResNet18 (Non-pretrained )

Table 10: Network Structure for Real-World Noisy Datasets .

22



	Introduction
	Related Works
	Preliminaries 
	Proposed Algorithm : DFLMV
	Initial Training Stage
	Upper Bound on the Generalization Error of DFL

	Label Correction Stage
	Upper Bound on the Error Rate of Majority Voting

	Retraining Stage
	Communication and Computation Overhead Analysis

	Experiments
	Experiment Settings
	Experiment Results

	Conclusion and Future Work
	Appendices
	Apply Our Proposed Method to CFL
	Pseudocodes
	Proof
	Proof of Theorem 1
	Proof of Corollary 1
	Proof for Theorem 2
	Proof for Corollary 2
	Proof of Corollary 3
	Proof of Theorem 3
	Analysis of Communication and Computation Overhead

	EXPERIMENT SUPPLEMENTARY MATERIALS
	Summary of Our Used Datasets
	Network Structures


